
 

Secured Agile Architecture for Context Aware 
Pervasive Computing 

 
Alti Siva Prakasa Rao1 and  Prof. M.S.Prasad Babu2 

 
1Department of Computer Science  & Systems Engg., Andhra University, Andhra Polytechnic, Kakinada,  

East Godavari Dist. A.P., 533 002 
 2. Department of Computer Science & Systems Engg. Andhra University, VISAKHAPATNAM 

 
 
Abstract- Context refers to information such as location, time, 
user preferences, user emotions, environment status, 
computational devices and network parameters etc. Context-
aware pervasive computing utilizes the information about the 
physical world collected form various sensors and changes 
the behavior automatically considering current context, 
history and other user preferences. The context viewed or 
used by pervasive systems may change mobility or 
characteristics of that particular device. Access of certain 
information may be restricted to a particular security level to 
protect information from tampering. Security contexts 
enhance the security in context-aware pervasive systems 
which are nothing but collection of user’s information which 
is applicable to available security policies. Traditional 
security models aim to provide integrity, confidentiality and 
availability of information. In Pervasive computing 
environments high level personal privacy is very much 
required. In this paper a new architecture is proposed for 
context-aware pervasive computing using agile security 
concepts. It explores how best agile software agents can adapt 
information and modifies the context as per security policies.  
 
Keywords: Software architecture, Secure pervasive 
computing, Ubiquitous computing, agile, software 
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1. INTRODUCTION: 
Context–aware pervasive computing is becoming much 
prominent field in the new era of communications. It is 
important to discriminate between real world situation, the 
data captured to represent situation, the abstract 
representation of the situation and mostly behavior of the 
application according to the available information [1]. The 
context depends on situation, sensor data, history etc. 
Moreover the context-aware information used for 
determining the context, should be error free and time 
based or location based or both time and location based. 
When implementing the context awareness idea, it should 
use the sensor data and predict the current situation or 
even forecast a situation by using proper probabilistic 
models and data mining techniques. Also while capturing 
sensor data it is needed to identify the useful contexts for 
the computing environment. As a variety of context-aware 
environments begin to grow, pervasive applications shall 
have to interact with environments that they have never 
encountered before. Extension to Strathclyde Context 
Infrastructure (SCI) [2] gives context-aware applications, 
the potential to adapt unfamiliar environments 

transparently. It is actually a vision of a context discovery 
based on automated semantic reasoning about context 
information and services.  
The Context Modeling Language tool (CML) [3] will 
assist designers with the task of exploring and specifying 
the context requirements of a context application. The 
model will capture user activities as temporal fact, 
association between users and communication channels 
and devices, locations of users and devices. An intangible 
framework and software infrastructure that together 
address known software engineering challenges and 
enable further practical exploration of social and usability 
issues by facilitating the prototyping and fine tuning of 
context aware applications [4]. In particular, pervasive 
computing demands applications that are capable of 
operating in highly dynamic environments and of placing 
minimal demands on user attention. 
 

2. AGILE SOFTWARE ENGINEERING 

ENVIRONMENT: 
Creating solutions of any size based on pervasive 
computing requires an understanding of the entire software 
life cycle. It is no longer acceptable to just hope the final 
system comes together. Instead, designing for deployment, 
performance and security is necessary at the outset. This 
session looks at the new Software Development 
Framework Agile, a context-based software development 
process for building context-aware pervasive computing 
applications. It will concentrate on practical and concrete 
techniques that can help to build better-performing, secure, 
and deployable solutions. 
In the mid of 1990s the modern definition of agile 
software development was evolved as part of a reaction 
against "heavyweight" methods, as typified by a heavily 
regulated, regimented, micro-managed use of the waterfall 
development model [19]. The process is originated from 
the use of the waterfall model and was seen as 
bureaucratic, slow, demeaning, and contradicted the ways 
that software engineers actually perform effective work. 
Initially, agile methods were called "lightweight methods".  
In 2001, prominent members of the software community 
met at Snowbird and adopted the name "agile methods".  
Later, some of these people formed ‘The Agile Alliance’, 
a non-profit organization that promotes agile development. 
Through agility it makes fundamental assumption that 
continual change should be expected and that is 
impossible to isolate a solution (context) from these 
changes. It recognizes the context requirements that can be 
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difficult to articulate at the outset and that they will often 
undergo significant modifications as the possibilities 
become clearer to users. Agile process is iterative process 
which will show the status of quality progressively. Agile 
methodologies develop practices that are most useful and 
primarily applied during the design and development 
phases of a project life cycle.  
The agile approach like specification–driven development 
combines features of test-driven development and plan-
based approach of design by contract, will lead to 
development of context-awareness in pervasive computing 
[8]. Both tests and contracts are different types of 
specifications (contexts) and both are useful and 
complementary for building high quality solutions. For 
designing tests or contracts are similar to UML’s class and 
collaboration diagrams. Extension to this agent based 
approach will combine high level functions with static 
typing to separate the routine from functions. 
Particularly agile software engineering environment will 
support Just-In-Time (JIT) management, network-centric 
architecture and collaborative features (distributed 
repository),  which are not easy to implement in 
conventional software engineering environments [10]. In 
agile methodology, it is important to understand that it is 
not possible to understand all the requirements at the 
beginning of project, then analyze these requirements and 
finally to develop the architectures for the whole system 
[18]. 
 

3. RELATED WORK AND MOTIVATION: 
The oxygen project [6] at MIT envisions a future where 
the ubiquitous computing devices are freely available and 
easily accessible as oxygen. The goal of project AURA [7] 
at Human Computer Interaction Institute of Carnegie 
Mellon University is to provide users with invisible 
ambience of persisting computing and information 
services regardless of location. Planet Blue [11] project at 
IBM and cooltown Project [12] at HP. Jini is a dynamic 
open-architecture networking technology enabling 
spontaneous networking of services. Jini enables ad-hoc 
network information through mechanisms such as service 
discovery/join and distributed events. ‘One World 
Architecture’ requires that all resources should be 
explicitly bound and released while ISAM supports 
dynamic adjusts to new state based on system application 
negotiating [18]. 
None of the architectures addressed all the security 
requirements like authentication, authorization and 
confidentiality. Most of the literature focuses on the 
intrinsic limitations of environments and connected 
devices. Also addressing the security requirements for all 
kinds of environments (heterogeneous) and context would 
be too expensive or not possible on tiny computing 
devices [21]. An autonomous software agent [like Agile 
Process Agent] will transfer its execution dynamically, 
save network bandwidth and increase the reliability and 
efficiency of the execution. These agents will be capable 
of performing the activities like maintainability, 
interoperability, scalability, reusability, extensibility, 
portability and adaptability [22]. 
It is very interest to observe that all previous work on 

combining security and context aware pervasive 
computing applications with focus on specific applications 
only. They never considered user’s preferences. The 
present Agile Process Agent will consider the user’s 
preferences also in the form of predefined contexts. Also 
security decisions follow an old fashioned rule-based 
formalism which does not consider systems and network 
dynamics. No architecture addressed the reusable 
architectures or mechanisms for context acquisition and 
storage as mentioned in the proposed architecture [17]. 
Using data-centric data model, such as XML schema, 
expresses schemas as data rather than code. 

 
4. PROPOSED ARCHITECTURAL MODEL FOR 

CONTEXT-AWARE PERVASIVE COMPUTING: 
Agile processes encourage and embrace requirements 
change. The proposed architecture consists of three basic 
components namely context information model, network 
centric database server and Agile Process Agent. 
4.1 Context Information Model:  
This model will emphasize the modules like sensor data 
collection, categorization of collected data into 
distinguished contexts, modeling the context data using 
the contexts.  On selecting the related context model and 
by using the data mining tools delivers the services if 
model matches with the concerned context model. The 
better aggregation of context types will help application 
designers to uncover the most likely parts of context that 
will be useful in their applications [28]. Randomized 
Cache prediction algorithms interpreted in this model 
improve the cache hit rate in the case of disconnected 
operation for pervasive devices like handheld mobile 
devices. The algorithm includes phases like data pre 
processing, clustering the data according to association 
degree and selection of data required for applications. 
Provision for cache replacement algorithm enhances the 
effectiveness of the model. The context modeling module 
incorporates the components like cache algorithm, 
clustering procedure and data mining tools. 
4.1.1 .Cache algorithm:  
The goal of cache maintenance algorithm is to minimize 
the cache misses which are truly expensive part of process. 
The sequence of memory references is not under control of 
the algorithm and it depends on the application that is 
running. Cache replacement algorithms like LIFO, FIFO, 
and LRU are used to predict the cache.  
4.1.2 Clustering for context model:  
The process of grouping a set of physical or abstract 
objects into classes of similar objects is called clustering. 
A cluster is a collection of data objects that are similar to 
one another within the same cluster and dissimilar to the 
objects in other clusters. For context modeling, k-medoids 
algorithm may be used for identifying the similar contexts. 
4.1.3 Data retrieval:  
Selection of correct context may be obtained by using the 
techniques like Apriori Algorithm for finding frequent 
item sets using candidate generation. Apriori is an 
influential algorithm for mining frequent item sets for 
Boolean association rules. 
4.2 Network centric Database Server: 
The graphical notation of CML (Context Modeling 
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Language) is well suited for use when defining the context 
information used by context aware applications, and its 
relational analogue is a natural choice of context storage 
and management [4].Data can be maintained as relational 
database. The metadata will contain the indexed quick 
reference to the various parts of Database server. The 
conceptual design of data base involves forming effective 
relations between temporal data and active dataset. The 
need of a distributed, intelligent and adaptable context 
aware system is felt that facilitates resource discovery and 
adaptation, as indicated by the user demand. A history 
associated with each user predicts the user’s preferences 
for different interactions. A distributed model of a context 
aware system that adapts services on the basis of the 
inferred contextual information coupled with the history of 
the user is thus envisaged. Contextual graphs elaborate the 
security concerns well.  
4.2.1 Contextual graph:  
Contextual graph is an acyclic graph with a unique input, a 
unique output and a serial parallel combination of nodes 
connected by oriented arcs. By using contextual graphs it 
is easy to identify the roles and authentication of users 
identified. Example shown below. 
 
 

 
4.3 Agile Process Agent:  
The Agile Agent, which provides the core agile agent 
development process,   implements an Integrated 
Development Process (IDP) that consists of four key 
phases: Design, Test-Driven Implementation, Release and 
Review, and Re-factoring and Enhancement that are 
applied iteratively until a finished state is reached. The 
Agile agent supports a bottom-up approach that increases 
flexibility and enables the development team to focus on 
the rapid delivery of working model, and to respond 
quickly to changes in requirements. Re-factoring and 
Enhancement is not strictly a phase; instead it represents a 
continuous process that involves applying improvements 
and enhancements to the finished model. Typically, re-
factoring entails applying changes to the internal structure 
of the application software to make it more efficient and 
easier to comprehend, without altering the external 
behavior. This process may necessitate: removal of 
duplicated code; the simplification of complex logic; and 
clarifying of ambiguous model. This continuous analysis 
of model helps enhance the design and implementation of 
the application (re-factoring in small steps helps prevent 
the introduction of defects). Enhancements include new or 
improved functionality that may further improve the 
application. This process, along with the review, 

highlights outstanding issues and motivates any required 
enhancements to the process. 
Agile Process Agent introduces the agility (adoptability) in 
acquiring context information and responding to the 
applications in real time. The agile process agent works 
with iterative and refactoring features. Agile Process agent 
reflects the all phases of agile framework. It exhibits the 
requirement analysis and feasibility study processes in 
analyzing sensor data collection. The central block of agile 
agent exhibits context driven design & modeling with the 
help of refactoring feature. It is similar to the Specification 
Driven development [8]. After collecting the context 
information from a set of sensor data aggregated on 
specific preferences in the context model. If any context 
seems to be new that context information will be allotted 
with new name and updated the list of contexts in the 
database. Context models are prepared focusing on some 
preferred specifications only. Clustering algorithms [5] 
may be used for context modeling. This process identifies 
outliers in context information and makes the model 
stable. Also it is possible to use context information for 
predicting model which is not available in the database. 
Refactoring the existing model leads to improve the 
efficiency. Since refactoring leads to redesign from the 
bottom up, often to eliminate model deficiencies, modules 
may be assigned new functionality which may not work 
well with security constraints [23]. 
Once the modeling done, with the help of sophisticated 
data mining tools like apriori algorithm, the context model 
responds to user requests quickly. While responding to 
user request and context model selection the agile agent 
works collaboratively with database which is residing in a 
network centric database server. Once connected to the 
user the agile process agent keeps on iterating the 
modeling and design modules to maintain the quality of 
service, flexibility and adaptation. Kick-off services [13] 
provide the support and guidance to quickly overcome 
obstacles and gain proficiency in their agile practices. This 
model provides a feature like default model assignment, 
since even after the construction of excellent models from 
context information by the Agile Process Agent they may 
not match the requirements of the application request by 
the user. In those conditions the generic models which 
were kept in the database will be assigned to that 
application. But during the period of application usage, the 
agent tries to improve the quality of model through 
refactoring feature. 
 

5. AGILE SECURITY: 
Agility is a set of combined quality properties, and 
sensitive to varying resources and sensitive to changes in 
contexts. Beznosov presented a conceptual analysis of the 
suitability of ‘Extreme Programming’ for building secure 
systems and also introduced the notion of “good enough 
security” without defining it a priori [20]. Iterations and 
frequent iterations common to agile processes significantly 
increase the cost of involving the third party at all 
iterations, while the security assurance efforts proceed, 
development should continue [23]. Now most of the 
research is towards securing context-aware applications. 
Contextual information will enhance control of the model 
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which will further focus on the specifications of the 
applications [17]. While taking security decisions the 
methods like rule based systems may be considered. But 
rule based systems can not solely provide security for the 
applications which are in dynamic nature.  Most of the 
times model may visit unknown contexts, at that time the 
agile agent will allot new name to the new context. Then 
refactor the new context using the predefined context 
information and metadata [15]. Agile agent maintains 
security in three levels. Context capture, categorization, 
modeling and allocating to proper applications are the 
main  
 
tasks in the present architecture. The next important 
feature of Agile Process Agent is using the risk assessment 
techniques to make informed choices as to which 
requirements are to be addressed and computational / 
probable security type is deserved. The proposed system 
utilizes both rule based and probabilistic based decision 
support systems for building valid security policies. The 
following shows proposed architectural model. 
 
5.1 REQUIREMENT ANALYSIS:   
This process determines the important tasks required to be 
implemented and unwanted tasks to be stopped. Each 
requirement can be designed as a separate feature 
(description of the required task). Also unwanted features 
will be designed to secure the system from attackers. In 
this phase Feature Driven Development (FDD) allows the 
model to capture the details like potential security objects. 
Then the agent decides the unwanted actions on those 
secured objects (contexts). The important features will be 
updated into the network centric server for the later use of 
agent. Also in this module Agent will identify the 
malicious data captured from various sensors to reject the 
useless contexts by using security policies. While 
discovering the contexts the architecture will quickly react 
to the faults. This module also considers unambiguous or 
missing contextual information which will be rarely 
observed in other architectures. This process is the heart 
process of Agile Process Agent. Also it requires 
establishing security policies which hold a set of rules, 
principles and practices that determine how security is 
implemented. The potential risk contexts will be identified 
in this phase while using the probabilistic methods like 
statistical learning theory [25]. Through this method 
identifying the risk context and rejecting such contexts /  

 
 
 
 
 
 
 
 
 
 
 
 
 
 

features at the first stage of requirements itself will reduce 
the burden on the system. The security policy must be 
adaptable such that it can lead to create a new context for 
the changed information. 
 
5.2 CONTEXT DRIVEN DESIGN AND CONTEXT 
DRIVEN MODELING:  
This module models the standard contexts and maps the 
security constraints on each defined model. In this module 
authentication and authorization of the modeled contexts 
will be checked.  Accessibility, time for accessing the 
information etc. will be mapped along with each context 
using Web Ontology Language (OWL-S).  Ontology 
allows the model to map distinguished constraints on the 
model. A contextual graph allows a context –based 
representation of a given problem solving for operational 
processes by taking into account the working environment.  
Stephen S. Yau [16] illustrated that the context-based 
security policy can be used to manage distributed 
applications. Similarly Agile Process Agent tries 
iteratively for each context to adapt the security policy and 
model such contexts only which are authorized by the 
system. Predefined security policies also provided in the 
data base server as trusted contexts. If the exact match of 
requested context model is not available in database the 
agent will create a new model for the unknown model with 
new name and updates in the contexts list of database 
server. Agile agent observes the quick changes in sensor 
data for the running context and adopts the changes using 
JIT process. 
 
5.3 CONTEXT DRIVEN DEVELOPMENT:   
In this module Agile Process Agent will match the 
applications (services) to their concerned context models. 
Again for service delivery the agent should check the 
authentication by using security policy. Through 
authentication the agent can make sure that service is 
delivered to the intended recipient, which can in turn make 
sure that the services come from the known sources [21]. 
Security requirements are strictly contextually dependent 
than any other type of requirements. 
 
5.4 SECURITY POLICIES: 
Context aware security policies will contain the 
information regarding the authenticated user, location, 
time and other required contextual information. Whenever 
agent receives valid contextual information it will interact 

Ap1, Ap2…Apn: Applications,. S1, S2… Sn: Sensors CM1, CM2, CMn: Context Models 
Fig: 1 Proposed architectural model 
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with the database server to confirm whether it is a valid 
context or not using encrypted protocols. Depending on 
the match with security policy agent will take actions like 
approving the information and forwarding for contextual 
modeling or rejecting the information if it doesn’t match 
with predefined security policy. Third type of action also 
the agent may take if the data is partially satisfying the 
policy constraints. Then Agent will apply the probabilistic 
approach to determine to which policy it may satisfy, later 
the data will be forwarded for context modeling module. 
On the client side, the user should be sure that only 
services matching his preferences would be returned. 
From his point of view, trusting a service should therefore 
go beyond the simple authentication of the service 
provider and also encompass a complete certification 
process of the capabilities of the service. On the server 
side, the same problem is possible since the server does 
not know the users that can be trusted and can gain access 
to its service. They should therefore be accessible only to 
client they trust to access them according to a precise 
behavior guaranteed by some authority [26].The basic 
ideas to protect the privacy are enabling access and 
information to the authorized agents and protecting user’s 
private space from un desirable interruptions provoked 
intentionally by system abuse [27]. 
 
5.5 A CASE STUDY: University Campus     
The present case study illustrates the definition of security 
policy and updating the policies using adaptability feature 
of the proposed architecture. In this case, a part of 
locations in the University campus like Lecture theatre, 
Laboratory and Library are considered. Accessibility of 
resources is permitted in between 9am to 5pm. The 
resources available are i) LCD projector, ii) Printer and a 
iii) Fax machine. The designing of two security policies 
namely Policy A and Policy B for context security and 
updating are mentioned below. 
 
Context security policy (Policy A1: Accepted): 
Accept ((Locations->lecture theatre, Laboratory, 
library), (Time->9am to 5pm), (User ID->E1000 to 
9999), (Network ID->N1000, N2000, N3000), (Service 
Request->LCD Projector, Printer, FAX)) 
 
Context security policy (Policy A) with function name 
‘Accept’ contains five parameters to be satisfied namely 
Location, Time, User ID, Network ID and Service 
Request. Among all the parameters ‘Network ID’ is one of 
the parameters that must be satisfied for any service 
request. If an unauthorized user requests LCD Projector 
access at 12pm while staying at faculty quarters, the Agent 
will simply rejects the request. Since the first parameter 
Location doesn’t match to satisfy the Policy A.  
 
Context security policy (Policy A2: Partially 
Accepted): 
 Accept ((Locations->lecture theatre, Laboratory, 
library), (Time->9am to 5pm), (User ID->E1000 to 
9999), (Network ID->N1000, N2000, N3000), (Service 
Request->LCD Projector, Printer, FAX)) 

In an instant if an employee requested the FAX machine to 
access from the library location at 5.02 pm. Even though 
the security policy A matches partially, the agent updates 
the security policy at database server since it understood 
that it may be an emergency case regarding that particular 
machine instead of rejecting the request. Policies both A 
and B will be kept in Data base. 
 
Updated policy (Policy B:) 
Update ((Locations->lecture theatre, Laboratories, 
library), (time->9am to 6pm), (user ID->E1000 to 
9999), (network ID->N1000, N2000, N3000), (Service 
request->LCD Projector, Printer, FAX))  
 
 The Update Policy (Policy B) with function name 
‘Update’ contains the same parameters as Policy B, but 
this function activated by the agile process agent when 
ever few of  the five parameters are of policy A are met. 
This Policy Updates the context information and stores the 
new context in the database server for further use. 
 
Table 1 will show the Agile Process Agent actions for 
different contextual information after applying the security 
policies A and B. 
 
Table1 Agile Process Agent Actions for security 
policies 

 
 
 

6. CONCLUSIONS AND FUTURE DIRECTION OF 

THE WORK: 
In the present work the flexible architecture for the 
pervasive computing environment was thoroughly 
discussed. The security policies considered in the present 
architecture illustrates that agility as a key factor to 
demonstrate the better efficiency over the other existing 
architectures. Implementation, Database development, 
agile documentation and agile configuration management 
areas are yet to be explored for improving the response, as 
per agility myths. Improving the security concerns of this 
model by using Model-Driven Agile Development (MAD) 
[16] is another direction for the proposed architecture  
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